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Method for Index-building and Dynamic Maintenance of TPR -tree
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(1. College of Electronic Engineering, Naval Engineering University, Wuhan 430033;
2. College of Electronic Science & Engineering, National University of Defense Technology, Changsha 410073)

Abstract A novel method for index-building of TPR*-tree is proposed, which splits the moving object set at root node level by using velocity
vector. According to the value of velocity vector, the moving objects are clustered into different sub-nodes, which then constructs the TPR*-tree. The
records of moving objects are stored by using overflow bucket at root node level, and the index of TPR*-tree is inserted and updated with a batch,
which decreases the cost of insertion maintenance. Experimental results show this method is feasible.
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Lx = CalculateExtent(Vx, Hx)
Ly= CalculateExtent(\y, Hy)

vx . W .
cost < . [ Lx[iJtdt + 3 [ Ly[i]tdt
i=1 i=1

If cost is better valued,
return current Lx, Ly values
End If
End For
End
Num
H NumPerPartition
CalculateExtent

2(CalculateExtent )

Num, H

L
BEGIN
NumPerPartition « %um ,i<0;
For i from 0 to Num do
Starting from the jth bucket, count the H[j].num into the partition

until their sum = NumPerPartition;

L[i].extent «— sum of the H[j].extent
Adjust j to corresponding value for next
End For
return L
END
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3(Insert )
bucket
TPR*-tree
BEGIN
For all entries in bucket, search the TPR*-tree from root and
decide the child nodes that contain the moving objects in entries;
For entries that don’t lie in any child node, choose the nodes that
have the least expansion;
For each node do
Insert the entries into corresponding nodes until the leaf level;
End For
END
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