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Abstract. We study the multicast stream authentication problem when an oppo-
nent can drop, reorder and inject data packets into the communication channel. In
this context, bandwidth limitation and fast authentication are the core concerns.
Therefore any authentication scheme is to reduce as much as possible the packet
overhead and the time spent at the receiver to check the authenticity of collected
elements. Recently, Tartary and Wang developed a provably secure protocol with
small packet overhead and a reduced number of signature verifications to be per-
formed at the receiver.

In this paper, we propose an hybrid scheme based on Tartary and Wang’s ap-
proach and Merkle hash trees. Our construction will exhibit a smaller overhead
and a much faster processing at the receiver making it even more suitable for mul-
ticast than the earlier approach. As Tartary and Wang’s protocol, our construction
is provably secure and allows the total recovery of the data stream despite era-
sures and injections occurred during transmission.

Keywords: Stream Authentication, Polynomial Reconstruction, Unsecured
Channel, Merkle Hash Tree, Erasure Code.

1 Introduction

With the expansion of communication networks, broadcasting has become a major tech-
nology to distribute digital content from a single user to a large audience via a public
communication channel such as the Internet for instance. Online games, military de-
fense systems, satellite television and financial quotes are a few examples of multicast
distribution of information. Nevertheless, in large-scale broadcasts, a lost piece of a
data stream1 could generate a flood of retransmission requests from the receivers that

1 In broadcasting, the sequence of information sent into the network is called stream.
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congregate at the sender’s side. Furthermore the network can be under the influence of
malicious users performing illegal and damaging operations on the stream. As a conse-
quence, the security of a multicast authentication protocol relies on the network proper-
ties and the opponents’ computational power. Several unconditionally secure schemes
have been developed [5, 9, 36] but either these are one-time protocols or they require too
large storage capacities. In this work, we consider that adversaries have polynomially
bounded computational abilities.

An application like a pay-TV channel broadcasting programs 24 hours a day and
seven a week suggests that the stream can be considered as infinite. Nevertheless the
receivers must be able to authenticate data within a short period of time upon reception.
Since many protocols will distribute private or sensitive content, non-repudiation of the
sender is required for most of them as using data from an uncertain origin can have
disastrous consequences during military operations for instance. Unfortunately signing
each data packet2 is impractical as digital signatures are generally very expensive to
generate and/or verify. Furthermore bandwidth limitations prevent one-time and k-time
signatures [11, 35] from being used due to their large size. Boneh et al. constructed
short signatures in [6] but their verification time is prohibitive to be a practical solution
for authenticated broadcast [3, 37]. Thus a general approach is to generate a single
signature and to amortize its computational cost and overhead over several data packets
using a chain of hash functions for instance.

Several constructions relying on hash functions have been developed to deal with
packet loss [12, 21, 31, 32]. A signature is generated from time to time and is always
assumed to be received correctly. This provides authentication and non-repudiation of
the sender and allows new receivers to join the communication group at any block3

boundary. Using Markov chains [10, 30, 42] to model the network packet loss, the
authors of the previous constructions determined bounds on the packet authentication
probability. Unfortunately, the main issue in those schemes is the fact that they rely on
the reliable reception of signature packets. Since networks like the Internet only provide
a best effort delivery of data, the reliability requirement limits the area of applications
of those constructions.

In order to overcome this issue, a general solution is to split the signature into k parts
where only � of them (� < k) are enough to guarantee the recovery of the whole signa-
ture. Many schemes have been developed using this idea [1, 26, 27, 28, 29] but none of
them tolerates a single packet injection. Using a Merkle hash tree [20], Wong and Lam
developed a construction dealing with both erasures and injections [41]. Nevertheless,
it is vulnerable to denial of service attacks (DoS) against the computational resources
of the receiver as each packet carries the block signature. Thus, in the worst case, the
number of signature verifications to be performed per block of n packets is Θ(n). In
[15], Karlof et al. overcame this problem by using Merkle hash trees as one-way accu-
mulators [2, 4, 24, 25]. Their approach requires O(1) signature verifications per block
in any case and each augmented packet4 has to carry �log2 n� hashes which may be too

2 Since the data stream is large, it is divided into fixed-size chunks called packets.
3 In order to be processed, packets are gathered into fixed-size sets called blocks.
4 We call augmented packets the elements sent into the network. They generally consist of the

original data packets with some redundancy used to prove the authenticity of the element.
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large for resource limited receivers. In [17], Lysyanskaya et al. used a polynomial rep-
resentation as well as an algorithm by Guruwami and Sudan [14] to deal with packet
drops and data injections. As in Karlof et al.’s construction, their technique requires
O(1) signature verifications but its packet overhead is O(1) bits. Recently, Lysyankaya
et al.’s approach has been extended by Tartary and Wang [39]. This scheme uses Maxi-
mum Distance Separable (MDS) codes [18] and is denoted as TWMDS in our paper. It
requires O(1) signature verifications per block, O(1) bit packet overhead and enables
all data packets to be recovered at the receiver despite erasures and injections thanks
to the erasure correcting code. This feature is important when the application process-
ing the data packets is not loss tolerant as it may be the case for military applications
where obtaining all information about the enemy target is vital or for high quality video
streaming where this technique prevents frozen images to happen.

In this work, we present an hybrid construction based on Merkle hash trees and
TWMDS which will be provably secure in the random oracle model. This idea of using
a Merkle hash tree for multicast authentication is note new but this technique enables
fast authentication as only hash computations are performed. As in TWMDS, our new
scheme will enable the whole data packets to be recovered at the receiver despite era-
sures and injections and will allow new members to join the communication group at
any block boundary. As noted earlier, both the packet overhead and the speed of au-
thentication at the receiver are the core concerns for multicast stream authentication.
Since the relation between overhead and speed is central in this context and limits the
scope of applications of many schemes, we will emphasize that our protocol exhibits a
smaller overhead and a much faster authentication process than TWMDS making our
scheme more suitable for broadcast applications. As TWMDS, the non-repudiation of
the stream origin will be guaranteed using a digital signature.

The plan of this paper is as follows. In the next section, we introduce our network
model and recall a few results from [14]. Our authentication scheme is described in
Sect. 3 while its security and recovery property will be discussed in Sect. 4. In Sect. 5,
we present the benefits of our approach in term of overhead as well as authentication
speed at the receiver. Finally, we will sum up our contribution to the multicast authen-
tication problem over unsecured channels in Sect. 6.

2 Preliminaries

We now present our network model as well as an erasure correcting code we use in our
construction. We also recall a modified version of the algorithm Poly-Reconstruct by
Guruswami and Sudan [14] which will be used to deal with data injections and packet
drops as in [17, 39].

Network Model. We consider that the communication channel is under the influence of
an opponent O who can drop and rearrange packets of his choice as well as can inject
bogus data into the network. This corresponds to the unsecured communication channel
model described by Menezes et al. in [19]. We investigate the multicast stream authen-
tication problem. Thus we can assume that a reasonable number of original augmented
packets reaches the receivers and not too many incorrect chunks of data are injected by
O. Indeed, if too many original packets are dropped then data transmission becomes
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the main problem to treat since a small number of received packets would be probably
useless even if authenticated. On the other hand, if O injects a large number of forged
packets then the main problem becomes increasing the resistance against DoS attacks.
In order to build our signature amortization scheme, we need to split the data stream
into blocks of n packets: P1, . . . , Pn. We define two parameters: α (0 < α ≤ 1) (the
survival rate) and β (β ≥ 1) (the flood rate). It is assumed that at least a fraction α and
no more than a multiple β of the number of augmented packets are received. This means
that at least �αn� original augmented packets are received amongst a total which does
not exceed �βn� elements.

Code Construction. In our construction, we focus on linear codes to correct erasures. As
in [39], we use Maximum Distance Separable (MDS) codes [18]. As our scheme works
with any MDS code, we refer the reader to [39] for a discussion about which family of
MDS codes to choose for best efficiency. Note that any linear code can be represented
by a generator matrix G. Encoding a message m (represented as a row vector) means
computing the corresponding codeword c as: c := m G (see [18]).

Polynomial Reconstruction Algorithm. In [14], Guruswami and Sudan developed an
algorithm Poly-Reconstruct to solve the polynomial reconstruction problem. They
proved that if T points were given as input then their algorithm output the list of all
polynomials of degree at most K passing through at least N of the T points provided:
T >

√
KN . We will use the same version of Poly-Reconstruct as in [39] where it was

named MPR. Denote IF2q the field representing the coefficients of the polynomial. Ev-
ery element of IF2q can be represented as a polynomial of degree at most q − 1 over
IF2 (see [16]). Operations in IF2q are performed modulo a polynomial Q(X) of degree
q (Q(X) is irreducible over IF2).

MPR
Input:The maximal degree K of the polynomial Q(X), the minimal number N of agree-
able points, T points {(xi, yi), 1 ≤ i ≤ T } and the polynomial Q(X) of degree q.
1. If there are no more than

√
KN distinct points then the algorithm stops.

2. Using Q(X), run Poly-Reconstruct on the T points to get the list of all polynomials
of degree at most K over IF2q passing through at least N of the points.
3. Given the list {L1(X), . . . , Lμ(X)} obtained at Step 2. For each polynomial
Li(X) := Li,0 + . . . + Li,KXK where ∀i ∈ {0, . . . , K}Li,j ∈ IF2q , form the ele-
ments: Li := Li,0‖ · · · ‖Li,K .
Output: {L1, . . . , Lμ}: list of candidates

Note that Poly-Reconstruct runs in time quadratic in N and outputs a list of size at
most quadratic in N as well (see Theorem 6.12 and Lemma 6.13 from [13]). Algorithms
for implementing Poly-Reconstruct can be found in [22].

3 Our Hybrid Authentication Protocol

In order to guarantee the security of our construction, we need a collision resistant hash
function h (see [33]) and an unforgeable signature scheme (SignSK,VerifyPK) (see [38])
the key pair of which (SK,PK) is created by a generator KeyGen as in [15, 17, 39].
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Scheme Overview. Each block contains n data packets P1, . . . , Pn and is located within
the whole stream using its identification value BID. Our algorithms apply two steps.

The first step works as follows. Due to our network model, we want to generate n
augmented packets AP1, . . . , APn such that we can reconstruct the sequence of pack-
ets P1, . . . , Pn from any �α n�-subset of {AP1, . . . , APn}. Thus we need to encode
P1, . . . , Pn using a code which can correct up to n − �α n� erasures. Therefore we em-
ploy a [n, �α n�, n−�αn�+1] code. Notice that the use of such a code implies that the
elements of the code alphabet are larger than the size of a data packet as the message to
be encoded (M1 · · · M�α n�) should represent the concatenation P1‖ · · · ‖Pn.

The second step of our algorithm consists of building Merkle hash trees. If we de-
note (C1 · · · Cn) the codeword corresponding to the message (M1 · · · M�α n�) then we
partition the digests h(C1), . . . , h(Cn) into f families of �n

f � elements where f is an ef-
ficiency parameter (see Sect. 5). Remark that if f does not divide n then the last family
will be completed with dummy packets (consisting of zeros for simplicity). This family
padding has no effect on the number of augmented packets sent into the network as those
dummy elements will only be used to construct the last family tree. Since f and n will
be public, each receiver knows how many dummy packets to add for the last family. For
each family Fj := {h(C(j−1) �n

f �+1), . . . , h(Cj �n
f �)} (for j ∈ {1, . . . , f}) we build the

Merkle hash tree the leaves of which are the elements of Fj (see Fig. 1 for an example).

h(C5)h(C1) h(C2) h(C3) h(C4)

h(h(C1)‖h(C2)) h(h(C3)‖h(C4))

H14 := h(H12‖H34)

h(C6) h(C7) h(C8)

h(h(C5)‖h(C6)) h(h(C7)‖h(C8))

H58 := h(H56‖H78)

r1 := h(H14‖H58) (Root)

(Leaves)

H12 := H34 := H56 := H78 :=

Fig. 1. the Merkle hash tree of F1 when �n
f
� = 8

To provide authentication and non-repudiation and allow new members to join the
communication group at block boundaries, we sign the digest h(r1‖ · · · ‖rf ) where r1,
. . . , rf are the f tree roots. As in [39], we construct a polynomial A(X) of degree at
most ρn (for some rational constant ρ), the coefficients of which represent r1‖ · · · ‖rf‖σ
where σ is the signature. We build the augmented packets as:

∀i ∈ {1, . . . , n} APi := BID‖i‖Ci‖A(i)‖ path(i)

where path(i) denotes the �log2�n
f �� hashes needed to reconstruct the path from h(Ci)

to the root of his family tree. For instance on Fig. 1, we have path(2) = h(C1)‖H34‖H58.
As said earlier, BID denotes the position of the block P1, . . . , Pn within the stream.
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Upon reception of data, the receiver checks the signature by reconstructing A(X)
using MPR. Once the signature σ is verified, the receiver knows the original tree roots
r1, . . . , rf . Thus he can identify the correct Ci’s amongst the list of elements he got by
checking which paths are correct within the f trees. According to the definition of α
there must be at least �αn� symbols from C1, . . . , Cn in his list. Finally, he corrects the
erasures using the MDS code and recovers the data packets P1, . . . , Pn.

Formal Scheme Construction. As in [39], we assume that α and β are rational numbers
so that we can represent them over a finite number of bits using their numerator and
denominator. In order to run Poly-Reconstruct as a part of MPR, we have to choose
ρ ∈ (0, α2

β ). Remark that it is suggested in [39] to choose ρ = α2

2 β to get a small list
returned by Poly-Reconstruct. Notice that ρ has to be rational since ρn is an integer.
We also consider that the [n, �α n�, n − �α n� + 1] code is uniquely determined (i.e. its
generator matrix G is known) when n, α, β and ρ are known. Denote IF2q̃ the field of this
MDS code. Due to space limitations, we omitted the construction of q, q̃ as well as the
different pads used by our scheme which can be found in the full version of this paper.
Table 1 summarizes the scheme parameters which are assumed to be publicly known.

Table 1. Public parameters for our authentication scheme

n: Block length ˜Q(X): Polynomial representing the field for the MDS code
f : Number of families P : bit size of data packets
α, β: Network rates G: Generating matrix of the MDS code
ρ: Ratio Q(X): Polynomial representing the field for polynomial interpolation

The hash function h as well as the signature verification algorithm Verify and the sig-
nature public key PK are also assumed to be publicly known. We did not include them in
Table 1 since they can be considered as general parameters. For instance h can be SHA-
256 [23] while the digital signature is a 1024-bit RSA signature [34]. We denote H the
digest bit length and S the bit length of a signature. Since h and the digital signature are
publicly known, so are H and S.

Authenticator
Input: The secret key SK, the block number BID, Table 1 and n data packets P1, . . . , Pn.

/* Packet Encoding */

1. Parse P1‖ · · · ‖Pn as M1‖ · · · ‖M�αn� after padding. Encode the message
(M1 · · ·M�α n�) into the codeword (C1 · · ·Cn) using the MDS code.

/* Tree Construction */

2. For j from 1 to f do

Compute the digests h(C(j−1) �n
f �+1), . . . , h(Cj �n

f �) and build the Merkle hash

tree having the previous digests as leaves (as said earlier some padding with zeros
values may be needed when j = f ). Denote rj its root.

/* Signature Generation */
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3. Write R as R := r1‖ · · · ‖rf . Compute the family signature σ as
σ := SignSK(h(BID‖f‖n‖α‖β‖P‖R)). Parse R‖σ as a0‖ · · · ‖aρ n where each
ai ∈ IF2q after padding.

4. Construct the block polynomial A(X) := a0 + a1 X + · · · + aρ n Xρ n and evaluate
it at the first n points5 of IF2q .

/* Construction of Augmented Packets */

6. Build the augmented packet APi as APi := BID‖i‖Ci‖A(i)‖ path(i) where path(i)
is defined as in the scheme overview section.

Output: {AP1, . . . , APn}: set of augmented packets.

As in [39], assuming that α and β are rational enabled us to write α‖β over a finite
number of bits. It should be noticed that when (n, f, α, β,P , ρ) are given, each step of
Authenticator is uniquely determined as soon as (Q(X), G, ˜Q(X)) are provided. Fur-
thermore since ρ only depends on α, β and n, it is realistic to presume that when (n, α, β)
are given, ρ is also uniquely determined. For instance, consider the remark made in [39]
where ρ is suggested to be set as α2

2 β . As a consequence, we can consider that when

(n, f, α, β,P) are given, (ρ, Q(X), G, ˜Q(X)) are uniquely determined. This consider-
ation is identical to what is assumed in [39].

Decoder
Input: The public key PK, the block number BID, Table 1 and the set of received packets
RP.

/* Signature Verification and Root Recovery */

1. Write the packets as BIDi‖ji‖C′
ji

‖Aji‖ path′ji
and discard those having BIDi �= BID

or ji /∈ {1, . . . , n}. Denote N the number of remaining elements. If (N < �αn� or
N > �βn�) then the algorithm stops.

2. Rename the remaining elements as {AP′
1, . . . , AP′

N } and write each element as:
AP′

i = BID‖ji‖C′
ji

‖Aji‖ path′ji
where ji ∈ {1, . . . , n}. Run MPR on the set {(ji, Aji),

1 ≤ i ≤ N} to get a list L := {C1, . . . , Cμ} of candidates for signature verification. If
MPR rejects that set then the algorithm stops.

3. Set r′k = ∅ for k ∈ {1, . . . , f}. While the signature has not been verified and the list
L has not been exhausted, pick a new candidate r̃1‖ · · · ‖r̃f‖σ̃ after removing the pad.
If VerifyPK(h(BID‖f‖n‖α‖β‖P‖r̃1‖ · · · ‖r̃f ), σ̃) = TRUE then σ̃ is considered as the
authentic block signature σ and we set r′k = r̃k for k ∈ {1, . . . , f} as authentic tree
roots. If L is exhausted before the signature is verified then our algorithm stops.

/* Packet Decoding */

4. Set C′ := (∅, . . . , ∅). For each of the N remaining packets, BID‖ji‖C′
ji

‖Aji‖ path′ji
,

5 Any element of IF2q can be represented as λ0Y
0 + λ1Y1 + . . . + λq−1Y

q−1 where each λi

belongs to IF2. We define the first n elements as (0, . . . , 0) , (1, 0, . . . , 0) , (0, 1, 0, . . . , 0) ,
(1, 1, 0, . . . , 0) and so on until the binary decomposition of n − 1.
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we first compute its family number �ji as �ji :=
⌈

ji

�n/f�
⌉

. Second, if the path from

h(C′
ji

) to the value r′�ji
can be reconstructed using path′ji

then we set the jth
i coordinate

of C′ to Cji .

5. If C′ has less than �α n� non-erased coordinates then the algorithm stops.
Else
5.1. Correct the erasures of C′ using the MDS decoding process and denote
(M ′

1, . . . , M
′
�α n�) the corresponding message.

5.2. Remove the pad from M ′
1‖ · · · ‖M ′

�α n� and write the resulting string as
P ′

1‖ · · · ‖P ′
n.

Output: {P ′
1, . . . , P

′
n}: set of authenticated packets.

Note that when Decoder stops then the whole content of block BID is lost. Neverthe-
less the definitions of α and β ensure that this will never happen (see Theorem 2).

4 Security and Recovery Analysis

Security of the Scheme. We recall the security definition as presented in [39].

Definition 1 ([39]). (KeyGen,Authenticator,Decoder) is a secure and (α, β)-correct
multicast authentication scheme if no probabilistic polynomial-time opponent O can win
with a non-negligible probability to the following game:

i. A key pair (SK, PK) is generated by KeyGen.
ii. O is given: (a) The public key PK and (b) Oracle access to Authenticator (but O

can only issue at most one query with the same block identification tag BID).
iii. O outputs (BID, f, n, α, β,P , ρ, Q(X), ˜Q(X), G, RP).

O wins if one of the following happens:

a. (correctness violation) O succeeds to output RP such that even if it contains �αn�
packets (amongst a total number of elements which does not exceed �βn�) for some
block identification tag BID, Decoder fails to identify all the correct packets.

b. (security violation) O succeeds to output RP such that Decoder outputs
{P ′

1, . . . , P
′
n} that was never authenticated by Authenticator for parameters

(BID, f, n, α, β,P , ρ, Q(X), ˜Q(X), G).

We now show that our construction also satisfies the above security definition. The proof
of the following theorem can be found in Appendix A.

Theorem 1. Our scheme (KeyGen,Authenticator,Decoder) is secure and (α, β)-correct.

Recovery Property. We now show that our scheme enables any receiver to recover the
n data packets and the number of signature verifications to be performed per block is
upper bounded by the same value as for TWMDS. We recall the following definition:
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Definition 2 ([39]). Given a flow of n symbols, we say that the survival and flood rates
(α, β) are accurate if: (1) data are sent per block of n elements through the network
and (2) for any block of n elements {E1, · · · , En} emitted by the sender, if we denote
{Ẽ1, . . . , Ẽμ} the set of received packets then μ ≤ �βn� and at least �αn� elements
of {E1, · · · , En} belong to {Ẽ1, . . . , Ẽμ}. Condition (2) must be true for each receiver
belonging to the communication group.

From this point onwards, we assume that (α, β) is accurate for our network flow n. As
in [39], we have the following result whose proof can be found in Appendix B.

Theorem 2. For any BID, each receiver recovers the n original data packets P1, . . . ,
Pn. In addition the number of signature verifications to be performed is upper bounded
by U(n) := min(�U1(n)�, �U2(n)�) where:

⎧

⎪

⎪

⎪

⎪

⎨

⎪

⎪

⎪

⎪

⎩

U1(n) =
1
ρn

(

1
√

α2 − βρ
− 1

)

+
β

α2 − βρ
+

1
ρ

U2(n) =
β

2(α2 − βρ)
+

1
ρ

+

√

β2 + 4
ρ2 n2 (1 − ρα)

2(α2 − βρ)
− 1

ρn

which is O(1) as a function of the block length n.

5 Efficiency Analysis

As said in Sect. 1, bandwidth limitations and authentication delay are two major con-
cerns for authentication protocols. In this section we will see that for a suitable choice of
f our construction can achieve smaller overhead than TWMDS while exhibiting a much
faster authentication at the receiver.

Packet Overhead. The packet overhead is the length of the extra tag of information used
to provide authentication. Notice that an augmented packet without a tag is assumed to
be written as: BID‖i‖Pi. Remember that the bit size of packets Pi is P .

Our augmented packets are written as BID‖i‖Ci‖A(i)‖ path(i). The element Ci is rep-

resented by
⌈

nP
�α n�

⌉

bits while A(i) requires
⌈

f H+S+λ
ρ n+1

⌉

bits where λ is the smallest

element of IN such that:
⌈

f H + S + λ

ρ n + 1

⌉

≥ �log2 n�

is verified (see the full version of the paper for details). The element path(i) consists of
�log2�n

f �� digests computed by h. Therefore, our packet overhead ω is equal to:

ω :=
⌈

nP
�α n�

⌉

− P +
⌈

f H + S + λ

ρ n + 1

⌉

+
⌈

log2

⌈

n
f

⌉⌉

H bits

The augmented packets of TWMDS are written as BID‖i‖Ci‖A(i) where Ci is rep-

resented over
⌈

nP
�α n�

⌉

bits while A(i) requires
⌈

nH+S
ρ n+1

⌉

bits. Therefore, the overhead

ωTWMDS of TWMDS is equal to:
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ωTWMDS :=
⌈

nP
�α n�

⌉

− P +
⌈

n H + S
ρ n + 1

⌉

bits

To illustrate the benefits of our approach over TWMDS, we will compute the ratio
ω

ωTWMDS
for different choices of P , α, β. We choose the network rates as in [39] and the

packet size to 512 and 4096 bits as in [32]. We pick n = 1000 as in those two works and
set ρ to α2

2 β as suggested in [39]. We used SHA-256 as a hash function and a 1024-bit
RSA signature scheme. The first step is to compute f minimizing our overhead ω. These
values are shown in Table 2 while the corresponding overhead ω is in Table 3.

Table 2. Number of families f minimizing ω when n = 1000

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 125 500 500 500 125 500 500 500

β 1.25 125 250 500 500 125 250 500 500

1.5 125 250 250 500 125 250 250 500

2 125 250 250 250 125 250 250 250

Table 3. Overhead of our construction ω when f is chosen as in Table 2 and n = 1000

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 1569 930 827 663 5153 2125 1723 1062

β 1.25 1607 971 887 710 5191 2166 1783 1109

1.5 1672 1028 944 790 5256 2223 1840 1189

2 1801 1143 1044 889 5385 2338 1940 1288

Our comparison to TWMDS is depicted in Table 4. It clearly shows that our construc-
tion exhibits a smaller overhead than TWMDS. Our benefits get larger over networks
with small reliability (i.e. α is small) or highly polluted by O (i.e. β is large). Our con-
struction also seems to perform even better when the data packets are small.

Table 4. Ratio ω
ωTWMDS

when n = 1000

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 56.95% 79.28% 81.96% 87.93% 81.29% 89.74% 90.45% 92.11%

β 1.25 52.57% 74.18% 78.57% 83.73% 78.17% 86.50% 88.05% 88.93%

1.5 46.97% 66.97% 71.08% 78.53% 73.57% 81.43% 82.73% 84.63%

2 39.50% 57.55% 60.52% 67.30% 66.12% 73.50% 74.02% 74.88%
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Authentication Efficiency. We now compare the authentication delay at the receiver
between our construction and TWMDS. It should be noticed that the authentication part
of Decoder consists of Steps 1 to 4. Indeed Step 5 is dedicated to erasure correction which
is a non-authentication related feature. In those four steps, two points matter: the number
of signature verification queries and the quantity of information to be processed by h. In
our comparison, we focus on the worst case, i.e. we assume that the number of signature
verification is U(n). Note this is the same value as in [39]. In this situation, the number
of bits h1 processed by h is:

U(n) (|BID|+f H+|f |+�log2 n�+|α|+|β|+�log2 P�)+�β n� (P+2 �log2�n
f �� H)

As f ≤ n, we can assume that |f | = �log2 n� bits. Considering TWMDS, the number
of bits h2 processed by the hash function is:

U(n) (|BID| + n P + �log2 n� + |α| + |β| + �log2 P�) + �β n� P

Table 5 represents the ratio T :=
U(n) tS + h1 tH
U(n) tS + h2 tH

where tS denotes the number of

seconds required to perform one signature verification and tH is the number of seconds
to hash one bit. In [31], it is assumed that there are about 500 packets sent per second
in the network in the case of video broadcast. As n = 1000, we buffer roughly 2 sec-
onds of video per block. So if BID is represented over 30 bits, then it provides a stream
which can last at least 68 years. It is also realistic to assume that |α| and |β| are negli-
gible in comparison to |BID|, H, �log2 n� and �log2 P�. Our results are based on Dai’s
benchmarks [8].

Table 5. Ratio T when n = 1000

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 37.98% 54.08% 56.98% 60.85% 10.49% 19.14% 21.18% 23.89%

β 1.25 38.31% 56.40% 56.46% 59.64% 10.62% 19.41% 20.82% 23.04%

1.5 38.14% 55.22% 58.35% 60.26% 10.55% 18.84% 20.34% 23.48%

2 37.93% 53.85% 58.35% 68.25% 10.47% 18.19% 20.34% 25.03%

Table 5 shows that our construction is much faster than TWMDS. Note that we deliber-
ately removed the query to Poly-Reconstruct happening at Step 2 of Decoder. Neverthe-
less TWMDS also performs such a request. So if the time needed to run Poly-Reconstruct
is added to both numerator and denominator of T then the values of Table 5 will be flat-
tened but our scheme will nonetheless remain faster.

In [40], Tartary and Wang suggested to use the provably collision resistant trapdoor
hash function Very Smooth Hash (VSH) [7] instead of a digital signature to speed up the
running time at the receiver. Based on Contini et al.’s work, VSH is 25 times slower than
SHA-1 while it requires to use a 1516-bit modulus to achieve the same security level as
a 1024-bit RSA signature modulus. Table 6 describes the overhead for our construction,



28 C. Tartary, H. Wang, and J. Pieprzyk

Table 6. Minimal overhead of our construction for n = 1000 when using VSH

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 1573 932 828 664 5157 2127 1724 1063

β 1.25 1612 973 888 712 5196 2168 1784 1111

1.5 1678 1031 946 791 5262 2226 1842 1190

2 1808 1146 1047 891 5392 2341 1943 1290

Table 7. Ratio ω
ωTWMDS

for n = 1000 when using VSH

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 57.10% 79.45% 82.06% 88.06% 81.35% 89.82% 90.50% 92.19%

β 1.25 52.73% 74.33% 78.65% 83.96% 78.24% 86.58% 88.10% 89.09%

1.5 47.13% 67.17% 71.23% 78.63% 73.66% 81.54% 82.82% 84.70%

2 39.65% 57.70% 60.70% 67.45% 66.21% 73.59% 74.13% 75.00%

Table 8. Ratio T for n = 1000 when using VSH

P = 512 P = 4096

α α

0.5 0.75 0.8 0.9 0.5 0.75 0.8 0.9

1.1 26.81% 43.71% 46.82% 50.97% 8.95% 17.72% 19.79% 22.54%

β 1.25 27.15% 46.02% 46.26% 49.74% 9.07% 17.98% 19.42% 21.68%

1.5 26.97% 44.79% 48.06% 50.33% 9.01% 17.41% 18.92% 22.12%

2 26.75% 43.36% 48.06% 58.38% 8.92% 16.74% 18.92% 23.68%

Table 7 depicts the ratio ω
ωTWMDS

and Table 8 represents the speed ratio T when VSH is
used instead of RSA.

One notices that using VSH slightly increases the overhead with respect to the digital
signature approach but it reduces the authentication time at the receiver even further.

6 Conclusion

In this paper, we presented an hybrid construction based on Merkle hash trees and
TWMDS. Our scheme is provably secure under the random oracle model and enables
new participants to join the communication group at every block boundary. As TWMDS,
our approach allows the whole data packets to be recovered at the receiver. The tradeoff
between overhead and authentication speed limits the application of many constructions.
The main benefits of this interaction between MDS codes and Merkle hash tree is that
our packet overhead and authentication speed are much smaller than for TWMDS. If the
number of families f is suitably chosen then, when using 512-bit packets, our overhead
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is between 39% and 88% of TWMDS while the authentication speed is between 66% and
92%. When using larger packets, the benefits of our construction increase even further
as the overhead then represents between 38% and 68% of TWMDS while the authen-
tication speed is between 11% and 25%. The advantages of our scheme are important
when the reliability of the network is small and the pollution due to the attacker is large.

We also saw that when we employed a trapdoor hash function such a VSH instead of a
digital signature as suggested in [40], the benefits of our scheme increased even further.
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A Proof of Theorem 1

Assume that the scheme is either insecure or not (α, β)-correct. By definition an oppo-
nent O can break the scheme security or correctness with a non-negligible probability
π(k) where k is the security parameter setting up the digital signature and the hash func-
tion. Therefore we must have either cases:

(1) With probability at least π(k)/2, O breaks the scheme correctness
(2) With probability at least π(k)/2, O breaks the scheme security

It should be noticed that since π(k) is a non-negligible function of k, so is π(k)/2.

Point (1). We claim that if O can break the scheme correctness in polynomial time then
either he can forge the digital signature or he can find a collision for the hash function
in polynomial time as well.

This will be proved by turning an attack breaking the (α, β)-correctness of our construc-
tion into a successful attack against either primitive.
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For this attack, O will have access to the signing algorithm SignSK (but O will not have
access to SK itself). He can use the public key PK as well as the collision resistant
hash function h. O will be allowed to run Authenticator whose queries are written as
(BIDi, fi, ni, αi, βi, Pi, ρi, Qi(X), ˜Qi(X), DPi) where DPi is the set of ni data pack-
ets to be authenticated. In order to get the corresponding output, the signature is obtained
by querying SignSK as a black-box at Step 3 of Authenticator.

According to our hypothesis, O broke the correctness of the construction. This means
that, following the previous process, O managed to obtain values BID, f, n, α, β,P , ρ,
Q(X), ˜Q(X) and a set of received packets RP such that:

– There exists a query value i such as:

(BID, f, n, α, β,P , ρ, Q(X), ˜Q(X))=(BIDi, fi, ni, αi, βi, Pi, ρi, Qi(X), ˜Qi(X))

Denote DP = {P1, . . . , Pn}(= DPi) the n data packets associated with this query
and AP the response given to O. In particular we denote σ the signature correspond-
ing to DP and generated as in Step 3 of Authenticator.

– |RP ∩ AP| ≥ �α n� and |RP| ≤ �β n�.

– {P ′
1, . . . , P

′
n} = Decoder(PK, BID, f, n, α, β,P , ρ, Q(X), ˜Q(X), RP) where

P ′
ζ �= Pζ for some ζ ∈ {1, . . . , n}.

Assume that the digital signature is unforgeable and the hash function is collision
resistant.

Since |RP ∩ AP| ≥ �α n� and |RP| ≤ �β n�, Step 1 of Decoder ends successfully.
The consistency of Poly-Reconstruct involves that the list returned by MPR at Step 2
contains the element r1‖ · · · ‖rf‖σ corresponding to DP once the pad is removed. Note
that the length of the pad is uniquely determined once H, S, n and ρ are known. The
first two ones are general parameters while the others correspond to query i on DP.

The presence of r1‖ · · · ‖rf‖σ within the list returned by MPR involves that at least
one pair message/signature will go through the verification process at Step 3 of Decoder.
As the digital signature is unforgeable and the hash function is collision resistant, this
pair will be the only one for which VerifyPK ends successfully. Indeed denote ˜R‖σ̃ an
element from the list such that:

VerifyPK(h(BID‖f‖n‖α‖β‖P‖˜R), σ̃) = TRUE

By hypothesis, O is allowed to perform a polynomial number of queries to Authentica-
tor and no more than one query per block identification value. Denote � the number of
queries done by O, BID1, . . . , BID� the � block identification values and R1‖σ1, . . . ,
R�‖σ� the corresponding � concatenations of tree roots/signatures. Note that we are cur-
rently working with iteration number i since BID = BIDi.

Since the signature scheme is secure we get σ̃ ∈ {σ1, . . . , σ�}. This means:
∃i0 ∈ {1, . . . , �}/σ̃ = σi0 . The security of the digital signature involves i0 = i as
O cannot query Authenticator more than once per block identification value. Thus: σ̃ =
σi = σ. For the same reason we get:

h(BID‖f‖n‖α‖β‖P‖ Ri
︸︷︷︸

R

) = h(BID‖f‖n‖α‖β‖P‖˜R)
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Since h is collision resistant we get: ˜R‖σ̃ = R‖σ which corresponds to the data packets
DP (= DPi).

Therefore at the end of Step 3 we have recovered the f tree roots, that is:

∀i ∈ {1, . . . , f} r′i = ri

Since h is collision resistant, it is obvious that, for any element of RP written as
BID‖ji‖C′

ji
‖Aji‖ path′ji

, if path′ji
can be used to recover the path of h(C′

ji
) to the root

of his tree r′�ji
= r�ji

then C′
ji

= Cji . This corresponds to the use of the Merkle hash
trees as collision resistant accumulators as in [15]. This involves that, at the end of Step
4 of Decoder, we have:

∀ξ ∈ {1, . . . , n} C′
ξ ∈ {∅, Cξ} where C′ = (C′

1 · · · C′
n)

Since |RP∩AP| ≥ �α n�, we deduce that at least �α n� coordinates of C′ are non-empty
at the end of Step 4. Since the code can correct up to n − �α n� erasures we get:

∀ξ ∈ {1, . . . , �α n�} M ′
ξ = Mξ

at the end of Step 5.1. Therefore we get:

∀ξ ∈ {1, . . . , n} P ′
ξ = Pξ

We obtain a contradiction with our original hypothesis which stipulated
∃j ∈ {1, . . . , n} P ′

j �= Pj . As a consequence, we deduce that either the hash func-
tion is not collision resistant or the digital signature is not secure.

Point (2). We claim that if O can break the scheme correctness in polynomial time then
either he can forge the digital signature or he can find a collision for the hash function
in polynomial time as well.

We consider the same kind of reduction as in Point (1). The opponent O breaks the
security of the scheme if one of the following holds:

I. Authenticator was never queried on input BID, f, n, α, β,P , ρ, Q(X), ˜Q(X) and the
decoding algorithm Decoder does not reject RP, i.e. {P ′

1, . . . , P
′
n} �= ∅ where {P ′

1,

. . . , P ′
n} = Decoder(BID, f, n, α, β,P , ρ, Q(X), ˜Q(X), RP).

II. Authenticator was queried on input BID, f, n, α, β,P , ρ, Q(X), ˜Q(X) for some data
packets DP = {P1, . . . , Pn}. Nevertheless the output of Decoder verifies P ′

j �= Pj for
some j ∈ {1, . . . , n}.

Case I. Since Decoder output some non-empty packets, Step 3 had to terminate success-
fully. In particular it has been found a pair (h(BID‖f‖n‖α‖β‖P‖R), σ) (after removing
the pad) such that:

VerifyPK(h(BID‖f‖n‖α‖β‖P‖R), σ) = TRUE

If O never queried Authenticator for block tag BID then the previous pair is a forgery
of the digital signature.
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If O queried Authenticator for block tag BID then denote (BID, fi, ni, αi, βi, Pi, ρi,

Qi(X), ˜Qi(X)) his query. By hypothesis we have:

(BID, fi, ni, αi, βi, Pi, ρi, Qi(X), ˜Qi(X)) �= (BID, f, n, α, β,P , ρ, Q(X), ˜Q(X))

As said in Sect. 3, when (n, f, α, β,P) are given, (ρ, Q(X), G, ˜Q(X)) are uniquely
determined. Thus the previous relation is equivalent to:

(BID, fi, ni, αi, βi, Pi) �= (BID, f, n, α, β,P)

Therefore either the previous pair message/signature is a forgery of the signature scheme
or the pair (BID‖fi‖ni‖αi‖βi‖Pi‖Ri, BID‖f‖n‖α‖β‖P‖R) is a collision for the hash
function f .

Case II. We have the same situation as Point (1).

B Proof of Theorem 2

Let BID be fixed. Due to the accuracy of (α, β), we could demonstrate as in [39] that, at
the end of Step 3 of Decoder, the receiver has recovered the signature σ as well as the f
tree roots r1, . . . , rf . Similarly to Wong and Lam’s and Karlof et al.’s approaches [15, 41]
which both relies on a Merkle hash tree construction, Step 4 enables us to identify all
correct codeword coordinates amongst the set of received elements since h is a collision
resistant hash function. Due to the accuracy of (α, β), we have at least �α n� values
which are consistent with (C1 · · · Cn). Thus Step 5 successfully ends since the code can
correct up to n−�αn� erasures. As a consequence, Decoder outputs the whole n original
packets, that is: ∀i ∈ {1, . . . , n} P ′

i = Pi.
As we use the same settings as in [39], we deduce that U(n) ∈ O(1) is also a bound on

the size of the list output by Poly-Reconstruct for our construction. The reader interested
in the details is referred to [39].
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